# CS 405 Project Two Script Template

Complete this template by replacing the bracketed text with the relevant information.

| **Slide Number** | **Narrative** |
| --- | --- |
| **1** | Hello, my name is Jesse Kniss and I am a developer at Green Pace. Today, we are going to discuss the Green Pace security policy. This policy will discuss expectations for producing secure applications, current implementation guidelines, and recommendations for future maintenance. |
| **2** | As technology has evolved, cyber threats and attacks become more prevalent. Unwanted actors are looking to benefit from vulnerable business systems each year. As attacks increase each year, 53% of cyber-attacks result in damages of $500,000 or more.  Part of the Green Pace’s efforts to combat these attacks is implementing a defense-in-depth strategy. DiD is an approach to cyber security that implements the utilization of multiple layers of security, to protect company assets.  As you look at the chart, you can see the multiple layers and various defense techniques that can be used to create this strategy which we will discuss throughout the presentation. |
| **3** | The threat matrix is a risk assessment tool that provides developers information on the severity of leaving vulnerabilities unchecked. Each rule and recommendation is assigned a priority value that is calculated by taking the severity, likelihood, and remediation cost of each rule and assigned a level based on that analysis.  Green Pace will use this matrix to prioritize repairs of rule violations. Green Pace will also utilize automated detection analysis to check for coding guideline violations for all builds. Tools such as the Secure Coding Validation Suite, SonarQube, and Raxis will be required for all development tasks. |
| **4** | This is a list of the 10 principles and which coding standards apply to each.  Each coding standard is comprised of rules and recommendations, to provide guidance on secure coding practices. Each principle aligns to a minimum one standard but can include additional principles depending on the development environment.  The principles and standards laid out in this policy, shall be followed at all times. |
| **5** | Standards are listed in order of threat level, with high priority threats towards the top. Each standard listed in the Green Pace policy must follow compliance standards to ensure vulnerabilities are not left unchecked. |
| **6** | Encryption is key component of a good defense in depth strategy. At Green Pace, encryption methods shall be decided based on the categories shown.  Encryption at rest involves the protection of data that is not actively moving. This data could be found on hard disk drives, databases, flash memory, or other steady state devices. Storage locations must be encrypted, with access controls and network security included.  Encryption at flight deals with any data that is being transferred from network to network, through email communications, local to cloud storage transfer, and web browsing. Any data in flight will use secure encrypted connections such as SSL, TLS and HTTPS to transfer data along with firewall, remote access security protocols.  Data that is currently being created, viewed, edited, or used will follow encryption in use policies. Data will always be encrypted, regardless of location. Encryption will use SHA-256, access to data will be reviewed by security teams and issues on an as-needed basis.  Encryption of data benefits all encryption polices, by creating a layered, secure approach. If data is compromised, encryption methods can prevent unauthorized users from total access, and potentially reduce damage from a security breach. |
| **7** | Green Pace will employ authentication/authorization requirements for all users. Employees will be required to login with an approved username/password. Employees will also be required to set up a pin for multi-factor authentication (2FA). Employees will be authorized access to content based on job requirements.  Security teams will perform accounting on resources and user activities. Methods such as log files, auditing user access, and monitoring activity on resource usage will ensure all threats are monitored. |
| **8** | Unit testing validates individual components and are required by developers for any code created. Green Pace developers will use only approved testing environments to create unit tests. A proper unit test will check one method only, with as much coverage as possible. The following slides represent examples proper unit tests. |
| **9** | When using googletest, developers will create assertions. Assertions check whether a condition is true and are used to verify the intended behavior of the code. If the assertion crashes, the test is considered failed. This assertion shown is checking that the vector is initialized as empty when a new instance of the collection object is created. |
| **10** | Here we have another assertion statement, this time checking that no errors are thrown when the vector is modified with a resize operation. Googletest can check for a particular error, or any error using an assert statement. |
| **11** | Developers will also use negative tests to check code. A negative test is an assertion that should throw an error, or failure. Negative testing allows developers to check that the program catches errors when they arise, and that the program can terminate gracefully if errors occur. This test case is looking for an out-of-range error to be thrown when an index outside of the vector bounds is called. |
| **12** | The previous slides all use an assert method, that create a fatal failure when testing fail. Assert methods should be used when developers expect the failure should terminate the process. If the failure should notify but continue processing, developers should use an expect method like the one shown. This method expects the vector to equal a size of 25. |
| **13** | Automation will be used for the enforcement of and compliance to the standards defined in this policy. Green Pace will use automated tools throughout the development process. Automated tools allow development teams to focus on meeting business needs, while ensuring quality code, security applications, and regulations are met. |
| **14** | This slide shows a variety of tools for each stage of development. Developers are not required to use each tool show, but this guide should be used as reference when deciding how to build a DevSecOps pipeline for your code requirements. |
| **15** | So what happens if these polices are not followed? Green Pace can become a target for cyber-attacks. If successful, these attacks could lead to loss of valuable data, financial losses and fines, damage to our reputation, loss of consumer trust, and in some cases even loss of life. |
| **16** | To mitigate risks, Green Pace employees will follow all documented policies and procedures. Green Pace also recognizes that more efforts are required to create a robust, secure system.  A recent survey concluded that only 30% of organizations fully implement DevSecOps in development. The primary reason for slow DevSecOps integration in organizations is a lack of internal guidance, awareness of vulnerabilities and overall guidance on how systems should be implemented. For these reasons, employees will be provided training on DevSecOps processes and tools. Green Pace will also enlist help from third-party security firms for routine security reviews. Documents and polies will also be audited regularly for changing security threats. |
| **17** | Security is the responsibility of everyone in DevSecOps. Green Pace will adopt a shift left security mindest, and DevSecOps practices. When implemented correctly, DevSecOps allows for a reduction in expenses, increased delivery rates to customers, and faster speed of recovery in case of a security incident. These polices are in place to protect Green Pace and ensure that security is at the forefront of development. |
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